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Abstract

Every recursively enumerable set of integers (r.e. set) is enumerable by a primitive recursive
function. But if the enumeration is required to be one-one, only a proper subset of all r.e. sets
qualify. Starting from a collection of total recursive functions containing the primitive recursive
functions, we thus define a sub-computability as the structure of the r.e. sets that are one-one enu-
merable by total functions of the given collection. Notions similar to the classical computability
ones are introduced and variants of the classical theorems are shown. The similarity between sub-
computabilities and (complete) computability is surprising, since there are so many missing r.e. sets
in sub-computabilities. This similarity hints at a general framework for computability, in which other
computabilities, especially hyper-computabilities, can be embedded.

Many proofs in (basic and also more involved) computability rely on the algebraic structure of the
enumeration of r.e. sets, partial functions, etc., and not really per se on the notion of “being computable”.
The structure is provided by the properties of an acceptable enumeration, and consequences of being ac-
ceptable, e.g., Kleene’s second recursion theorem. One motivation behind the work of this article is
to develop results similar to the classical computability ones (from basic results to Turing completeness
issues) but in a setting verifying only a proper subset of the elementary properties of classical computabil-
ity. In our case, this translates as the quest of developing computabilities with most of the nooks and
crannies of classical computability without being all of computability. Here, a computability is meant
to be collections of sets and functions which portray what we consider in this setting to be the r.e. sets
and partial computable functions. Sub-computabilities are computabilities where these collections are a
proper subset of the classical ones and is the main focus of this article. Higher computability can also be
cast in this setting. Our setting can be seen as a toy model for computability, not based on models of
machines, but on the algebraic structure of computability.

A sub-computability c is an enumeration of r.e. sets (called c-enumerable), which are one-one enu-
merated! by functions (called c-fundamental) in a sufficiently closed collection ¥ (called the foundation
of ¢) of total recursive functions. These fundamental functions somehow measure the effectiveness of the
constructions used in computability. A partial recursive function is said to be somewhat c-computable if
its graph is c-enumerable.

Sub-computabilities are like classical computability, the collection of all r.e. sets, but with holes
punched in. Building on an enumeration ¢° of ¥, we can respectively build canonical enumerations W°
(resp. ¢°) of c-enumerable sets (resp. somewhat c-computable functions).

An example of a sub-computability is p, the r.e. sets one-one enumerated by primitive recursive
functions. Koz'minyh [2] in 1972 proved a key lemma on p. We generalize this lemma to any sub-
computability. It gives insights into the behavior of C-enumerable sets and somewhat C-computable
functions. Its corollaries make classical constructions possible, even if we do not have the general u recur-
sion operator. The (primitive recursive) effectiveness of these corollaries (and of most of our theorems)
is especially useful.

Other sub-computability foundations (and thus sub-computabilities) stem from the field of sub-
recursion. It provides a great number of examples of closed collections of ever more increasing total
functions which do not contain all of the total recursive functions. This study is strongly entangled with
proof theory and provides a clear picture of “what is provable and what is not” in a theory for which one
is able to construct an ordinal analysis. In particular, proof theory has identified for many theories 7" the
set of total recursive functions whose totality is provable in T'. This connection gives another motivation
to our work.

*The abstract presented in this paper has been made possible by the support of the French ANR grants NAFIT (ANR-
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IThe complete definition also incorporates finite sets and @.



Studying sub-computabilities amounts to classifying r.e. sets by measuring the difficulty of enumer-
ating them by way of sub-recursion. On that quest, one stumbles with the well-known at first surprising
result that all r.e. sets are enumerable by primitive recursive functions. But if the enumeration is re-
quired to be one-one, the triviality evaporates: some r.e. sets are not one-one enumerable by primitive
recursive functions, e.g., the Ackermann function’s range, but still many r.e. sets are primitively one-one
enumerable, e.g., the graph of the characteristic function of the range of the Ackermann function or the
graph of a universal function.

If a set of integers is enumerable in a sub-computability, then it is recursively enumerable. If it
is not enumerable, then it is either not recursively enumerable, or not feasibly enumerable in this
sub-computability and necessitates more power to be seen as effectively enumerable. Thus, a sub-
computability is an approximation of the classical computability: we have the same kind of results
than in computability but with variations on the notions used; Classical (complete) computability is the
unton of all sub-computabilities.

For example, Post’s theorem —stating that a set is recursive if and only if it is both recursively
enumerable and co-recursively enumerable— does not hold anymore, leading the way to more restrictive
notions of “being recursvive”. Another example is Kleene’s second recursion theorem, which only partially
holds in various ways in our sub-computabilities.

We also define reducibilities which are refinements of Turing (or stronger) reducibilities and yield a
structure of the associated degrees that looks very similar to the classical structure of the Turing degrees.
One of the interesting aspects of this study is the simplicity of some of the proofs of the degree structure.
To have this setting as a real toy model for computability, it would be nice to be able to have ways
of transferring those results back in classical computability. Another application of sub-computabilities
is using the strong links between proof theory and sub-recursion to tailor some reverse mathematics of
computability and to partition the r.e. degrees according to the strength needed to prove their properties.

Our study is very different from other sub-recursive degree theories, especially when considering the
fact that our objects of study are not necessarily recursive. Nevertheless, one of our future goals is to
build bridges with these theories, e.g., honest sub-recursive degrees (see [3, 4]), to be able to use their
techniques and have their applications.

This abstract is a summary of [1], covering sub-computabilities, sub-reducibilities and related results
concerning completeness and Post’s problem. Our work uses elements of proof theory, in particular
sub-recursion (see [6, 7]). A reference on higher computability is [§].
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